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liquidity providers earn fees proportional to trade input

the higher the liquidity the better the price
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Front-running on DEXes

<table>
<thead>
<tr>
<th>Summary</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Tx Count</td>
<td>156866</td>
</tr>
<tr>
<td>Profit</td>
<td>$2,362,169.39</td>
</tr>
<tr>
<td>Cost</td>
<td>$11,782,863.77</td>
</tr>
<tr>
<td>Attackers</td>
<td>198</td>
</tr>
<tr>
<td>Victims</td>
<td>73418</td>
</tr>
</tbody>
</table>

https://eigenphi.io/mev/ethereum/sandwich
Front-running on DEXes

<table>
<thead>
<tr>
<th>Summary</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Tx Count</td>
<td>156,866</td>
</tr>
<tr>
<td>Profit</td>
<td>$2,362,169.39</td>
</tr>
<tr>
<td>Cost</td>
<td>$11,782,863.77</td>
</tr>
<tr>
<td>Attackers</td>
<td>198</td>
</tr>
<tr>
<td>Victims</td>
<td>73,418</td>
</tr>
</tbody>
</table>
Are liquidity providers incentivized to move to DEXes that implement front-running protection?
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Pools

$W$ is a liquidity pool with front-running, and $N$ is a liquidity pool without front-running. Both pools have the same slippage tolerance $s$. 
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\[
\max a_x^{\text{out}} - a_x^{\text{in}}
\]
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\[ P = P_N = \frac{y_N}{x_N} \]
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\[ P = P_W = \frac{y_W}{x_W} \]
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\[ \max (1 + \alpha) \delta_{y_N} - \frac{y}{x} \delta_{x_N} \]
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\[
\max (1 + \alpha) \delta_{yw} - \frac{y}{x} \delta_{xw}
\]
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Are liquidity providers incentivized to move to DEXes that implement front-running protection?
Homogenous Traders

same relative benefit $\alpha$ for all traders
Nash Equilibrium in Homogenous Setting
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for most parameter configurations $Pool_N$ is the Nash equilibrium

liquidity providers are currently in markets without front-running protection

benefit from adjusting a liquidity distribution is often only small

liquidity provider might require additional benefits to move liquidity
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@liobaheimbach
hlioba@ethz.ch